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# Introduction

This user guide outlines the abilities and requirements of the WI11 assembler. This program takes in a list of assembly files, which all must follow the requirements listed below, and outputs a list of object files, all of which largely follow the requirements of the object files for the WI11 simulator (see the output section for exceptions). This user guide assumes that the reader has general knowledge about assembly language, and also understands the object file format that is produced.

# Installing the Software

The WI11 Assembler can run on any platform that supports Java Runtime Environment. The assembler does not require much disk space; it takes up approximately 2 MB of space, and minimal memory.

After unzipping the program in the desired directory, the program must be compiled. If the directory path is where the program was unzipped, the instruction would be as follows;

> javac Common/\*.java Assembler/\*.java

Equivalently:

> build-asm

To run the program, see the section on compiling a program.

# Writing a Program

## Required Software

In addition to the installation of the assembler (discussed in the section above), you can use any basic word processing software such as Emacs, Notepad, or Notepad++, to write an assembler program. When saving, the file must have the extension \*.asm, marking an assembly file.

## Structure

To write a program for this assembler, you must format your file as follows. If you chose to omit a Label or the operation code does not take up all the spaces allotted below, leave those spaces blank. The numbers in the second row indicates the position of a character in a record. There can be white space between the individual arguments in a record, but otherwise the format needs to strictly be followed.![](data:image/x-emf;base64,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)

The beginning of a comment is noted with a semicolon (;). Anything after a semicolon is ignored by the Assembler. Please see the

## Header Record

A header record must be the first record in your program, although you may have multiple lines of comments before the header record. You must have a label for the header record; this serves as your segment name. After three blank spaces, you should have the pseudo-operation code for the beginning of a program, .ORIG. The operand for this record is optional. If you wish to specify an absolute address at which the program should be loaded from, this number needs to be in hexadecimal, and needs to be in the range of x0 to xFFFF. If the operand is omitted, the program is considered to be relocatable (see the section below on relocatable programs for further details).

### Relocatable Programs

A program is considered relocatable if the programmer does not specify a location in memory where the program should be loaded. This allows more flexibility in allotting a properly sized block in memory for the program; this is done by the program and not by the user.

## Text Records

Text records are the commands you wish the program to execute. The various components are described in further detail below.

There can be no more than 200 records in any assembly program.

### Label

Labels can be used to refer to a specific record, memory location, or value in your program. You can have a label on any record, except for the end record. A label can be composed of up to 6 alphanumeric characters (no spaces), but cannot begin with “R” (upper case) or “x” (lower case). Both upper case and lower case characters can be used in labels. Additionally, the labels are case sensitive.

There can be no more than 100 labels in any assembly program.

### Instructions

There are three categories of instructions, described in further detail below; Arithmetic, Loading and Storing, and Flow of Control instructions.

The table below gives a quick overview of the instructions available. The stuff between the brackets is to be replaced by actual values. Additionally, all values that are numbers can be replaced by symbols whose values are within the ranges specified by the requirements of the instructions.

|  |  |  |
| --- | --- | --- |
| Instruction | Operand(s) | Example |
| ADD | [destination register], [source register 1], [source register 2] **or**  [destination register], [source register 1], [immediate] | R1, R1, R3 **or**  R1, R1, x45 |
| AND | [destination register], [source register 1], [source register 2] **or**  [destination register], [source register 1], [immediate] | R4, R3, R4 **or**  R4, R3, #0 |
| BR[x] | [address] | x4509 |
| DBUG |  |  |
| JSR | [address] | x3000 |
| JMP | [address] | x2000 |
| JSRR | [base register], [index] | R1, #12 |
| JMPR | [base register], [index] | R5, x43 |
| LD | [destination register], [address] | R1, x3002 |
| LDI | [destination register], [address] | R1, x200 |
| LDR | [destination register], [base register], [index] | R1, R4, x23 |
| LEA | [destination register], [address] | R1, x4000 |
| NOT | [destination register], [source register] | R1, R4 |
| RET |  |  |
| ST | [source register], [address] | R5, x204F |
| STI | [source register], [address] | R3, x10FF |
| STR | [source register], [base register], [index] | R1, R4, x45 |
| TRAP | [trap vector] | x23 |

#### Arithmetic Instructions

There are three Arithmetic instructions available in the assembler; ADD, AND, and NOT. All of these instructions modify the CCRs, which are used for Flow of Control operations. The CCR is modified according to whether the result of the operation is positive, negative, or zero.

##### Add

The ADD instruction performs the addition arithmetic operation on two specified arguments, and stores the result in a specified register. The instruction can either add two registers together, or add a register and an immediate operand (for further information on immediate operands, please see the Operands section). They would be formed as follows;

ADD DR, SR1, SR2 ;Adds two registers together.

ADD DR,SR1,imm5;Adds a register with a immediate operand.

DR represents the location where the result of the operation is stored; SR1 and SR2 represent the registers where the arguments are stored, and imm5 represents an immediate operand.

Example: To add registers 1 and 2 together, and store the result in register 4, the record should be

ADD R4, R1, R2 ;R1+R2=R4

Example: To add register 1 with xA0, and store the result in register 1, the record would be

ADD R1,R1,xA0 ;R1+xA0=R1

##### And

The AND instruction performs a bitwise and operation on two specified arguments, and stores the result in the specified register. The instruction can either and two registers, or and a register with an immediate operand (see Operands section for further information). The instructions would be formed as follows;

AND DR,SR1,SR2 ;Ands two registers together

AND DR,SR1,imm5;Ands a register with an immediate.

DR represents the location where the result of the operation is stored; SR1 and SR2 represent the registers where the arguments are stored, and imm5 represents an immediate operand.

Example: To and registers 4 and 5 together, and store the result in register 0, the record would be

AND R0, R4, R5 ;R4 and R5 = R0

Example: To and register 1 with x0, and store the result in register 1, the record would be

AND R1,R1,x0;R1 and x0 = R1

##### Not

The NOT instruction performs a bitwise not operation on a register, then stores the result in a specified register. The instructions would be formed as follows;

NOT DR,SR

DR represents the location where the result of the operation is to be stored, and SR represents the register where the argument should be stored.

Example: To not register 1, and store the result in register 6, the record would be

NOT R6,R1 ;~R1 = R6

#### Loading and Storing Instructions

There are seven load and store instructions available for use. Four instructions, LD, LDR, LDI, and LEA load data from memory and store it in a given register. Three instructions, ST, STR, and STI, write data from the given register to a given memory location. Only instructions that load data from memory change the CCRs; they are changed depending on whether the data loaded is negative, positive, or zero. CCRs are used for Flow of Control instructions; please see the section on Flow of Control for further information.

The instructions are categorized by their addressing mode; the differences between these modes are explained in their respective sections.

##### Immediate Addressing

There is one Immediate Addressing operation, Load Effective Address (instruction code LEA). This instruction concatenates bits 15 through 9 of the Program Counter with bits 8 through 0 specified in the instruction. The result is stored in the register specified by the programmer. The instruction is formed as follows;

LEA DR,addr

DR represents the destination register where the result is to be stored, and the addr represents the address to be concatenated with the Program Counter.

Example: If the Program Counter is x3000, to load address x31A0 (or concatenate pgoffset x1A0 with the Program Counter) in to register 4, the instruction would be as follows;

LEA R4,x1A0 ; Loads address x31A0 into register 4

Example: If the Program Counter is x4200, to concatenate the PC with address Addr1 (a label that represents value x7094), and store the result in register 3 , the instruction would be as follows.

LEA R3, Addr1 ; Loads address x4294 in to register 3

##### Direct Addressing

There are two Direct Addressing operations, Load (LD) and Store (ST). In Direct Addressing, the address where data is loaded or stored is specified in the instruction. The address is formed by concatenating bits 15 through 9 of the Program Counter with bits 8 through 0 of the instruction. In the Load instruction, data is loaded from the specified memory location and stored in the given register. In the Store instruction, data is stored in the specified memory location, the source being the specified register. The instruction format is as follows;

LD DR,addr

ST SR,addr

DR represents the destination register where the result is to be stored. SR represents the source register where the data to be stored is located. The addr field represents the address that should be used to form the address that data is to be loaded or stored.

Example: If the value of the Program Counter is x2130, to store the data in register 4 at address x20E0, the instruction would be as follows;

ST R4,xE0; Contents of R4 stored at address x20E0

Example: If the value of the Program Counter is x39, to load the data from address x10E into register 1 (label Value represents value x10E), the instruction would be as follows;

LD R1,Value; Contents of x10E are loaded to R1

##### Indirect Addressing

There are two Indirect Addressing operations, Load Indirect (LDI) and Store Indirect (STI). In Indirect Address mode, the address where data is loaded or stored is formed by loading the address from the memory location specified in the instruction. The memory location where the address is stored is formed by concatenating bits 15 through 9 for the Program Counter with bits 8 through 0 of the instruction. For the Load Indirect instruction, data is loaded from the address stored in the specified memory location, and is loaded into the given register. For the Store Indirect instruction, data is stored at the address stored in the given memory location, the source of the data being the specified register. The instruction format is as follows;

LDI DR,addr

STI SR,addr

DR represents the destination register where the result is to be stored. SR represents the source register where the data to be stored is located. The addr field represents the memory location where the address for the data to be loaded or stored is located.

Example: If the value of the Program Counter is x3000, to store the data in register 1 at the address stored in location x31FF, the instruction would be as follows;

STI R1,x1FF

Example: If the value of the Program Counter is x14, to load data from the address stored at location xA, and store it in register 3, the instruction would be formed as follows;

LDI R3,xA

##### Register Indexed Addressing

There are two Register-Indexed Addressing operations, Load Register-relative (LDR) and Store Register-relative (STR). In Register indexed addressing mode, the address where the data is stored or loaded is formed by adding a zero-extended six bit offset (index6) to a given base register. The instruction format is as follows;

LDR DR,BR,index6

STR SR,BR,index6

DR represents the destination register where the result is to be stored. SR represents the source register where the data to be stored is located. BR represents the base register that is used to form the store or load location. The index6 represents the integer to be added to the base to form the store or load location.

Example: To store the data in register 2 at the address formed by register 3 (as the base register) and by xFF, the instruction would be as follows;

STR R2,R3,xFF

Example: To load the data stored at the location formed by register 1 (as the base register) and by INDEX1 (a label representing x40) into register 2, the instruction would be as follows;

LDR R2,R1,INDEX1

#### Flow of Control Instructions

Flow of Control instructions do several things; allow the program to jump to a specific record in a program, to control input and output, and allow the program to use subroutines. The instructions are described in more detail below.

##### Branches

A branch is a conditional instruction that changes the program counter to the given address in the operand if the conditions specified are true. The address that the program branches to is formed by concatenating bits 15 through 9 of the program counter with bits 8 through 0 of the address in the operand.

The branch instruction depends on what the conditions are for the branch to occur. After “BR”, the CCR conditions should be listed in order of the CCRs; N (Negative), Z (Zero), and P (Positive) can all be added after BR, and must be added in that order. The CCRs of the machine are changed after any Arithmetic or Load instruction, depending on the result of the command.

Example: If the program counter is equal to x3100, to branch if the CCRs are set to either negative or positive to x3156, the instruction would be as follows;

BRNP x3156

Example: If the program counter is equal to x10, to branch unconditionally to x40, the instruction would be as follows;

BRNZP x40

The instruction x0000, which is a never branch, is also known as a no-op. This instruction does not execute anything, yet the program counter is incremented.

##### Traps

A Trap instruction controls several specific functions of the machine. The instructions for these are formed by the Trap instruction code (TRAP), followed by the trap vector for the function desired.

The table below is a quick summary of the traps available.

|  |  |  |
| --- | --- | --- |
| Name | Number | Description |
| IN | x23 | Prompts the user to enter a character, which is stored in register 0. |
| INN | x33 | Prompts the user to enter a decimal number, which is stored in register 0. |
| OUT | x21 | Writes character stored in register 0 to the console. |
| PUTS | x22 | Writes string whose first character is pointed to by register 0 to the console. |
| OUTN | x31 | Writes the decimal value of register 0 to the console. |
| HALT | x25 | Ends execution of the program. |
| RND | x43 | Generates a random number and stores it in register 0. |

A symbol that equals the trap vector integer can replace a constant trap vector.

###### Input

There are two forms of Input instructions; one prompts the user for a character (IN, x23), the other prompts the user for a decimal integer (INN, x33). The data input by the user is stored in register 0 (for a character, the ASCII code is stored in the register).

The CCRs are changed according to the data input by the user.

Example: To prompt the user for a character to be stored in register 0, the instruction would be as follows;

TRAP x33

###### Output

There are three forms of Output instructions; one outputs a character from register 0 (OUT, x21), another prints out a string whose starting point is the address stored in register 0 (PUTS, x22), and the last prints out a decimal integer stored in register 0 (OUTN, x31).

Example: To print out the integer stored in register0, the instruction would be as follows;

TRAP x31

Example: To print out the string “Test”, if the first character’s address is stored in register 0 (and the symbol PUTS equals x22), the instruction would be as follows;

PUTS .EQU x22

TRAP PUTS

###### Halt

This instruction halts the execution of the program (HALT, x25).

Example: To halt a program, the instruction would be as follows;

TRAP x25

###### Random

This instruction generates a random number, and then stores it in register 0 (RND, x43).

The CCRs are changed according to the number generated.

##### Jumps

There are two types of jumps; jumps to subroutines (JSR, JSRR) and regular jumps (JMP, JMPR). The difference between the two is that the jumps to subroutine instructions copy the address of the Program Counter into register 7. Otherwise, JSR and JMP are the same instruction, as are JSRR and JMPR.

In the JSR and JMP instruction, the destination address is formed by concatenating bits 15 through 9 of the Program Counter with bits 8 through 0 of the instruction. The instruction format is as follows;

JSR addr

JMP addr

The addr operand represents either the symbol or constant used as an addresss.

In the JSRR and JMPR instruction, the destination address is formed by by adding a zero-extended six bit offset (index6) to the given base register. The instruction format is as follows;

JSRR BR, index6

JMPR BR, index6

BR indicated the base register, which is added to index6, to calculate the desired destination address.

Example: To jump to the address formed by the addition of register 1 and x20, the instruction would be as follows;

JMPR R1, x20

##### Returns

The return instruction (RET) copies the contents of register 7 into the Program Counter. This allows a program to return from a subroutine call.

### Operands

There are several different forms of operands that can be used in the operand fields of records; Registers, Constants, Offsets, Immediates, Addresses, Indexes, Symbols, and Literals. To see which forms of operands can be used with a specific instruction, please refer to the section above discussing the requirements for each one.

#### Registers

In the machine, there are eight 16-bit registers. To refer to a register, use a capital ‘R’ followed by the number of the register. Thus, the range of registers possible is R0 to R7.

#### Constants

If an instruction can use constants in their operands, you can use either hexadecimal or decimal numbers. Hexadecimal numbers can be in the range of x0 and xFFFF, and must have a lowercase ‘x’ before the number. Decimal numbers can be in the range of -32,768 to 32,767, and must have pound sign ‘#’ before the negative sign (if present) and the numbers.

#### Immediates (imm5)

If an instruction can have Immediates in their operands, the Immediate must be in the range of -16 to 15 if in decimal, or in the range of x0 to x1F if hexadecimal. Decimal numbers must have the pound sign ‘#’ before the digits (and negative sign). Hexadecimal numbers must have a lowercase ‘x’ before the digits.

#### Addresses (addr)

If an instruction uses Addresses, they must be in the range of x0 to xFFFF (or 0 to 65535 in decimal). When used in an instruction, only the last nine bits (in binary) are used. Decimal numbers must have the pound sign ‘#’ before the digits (and negative sign). Hexadecimal numbers must have a lowercase ‘x’ before the digits.

If the address provided is not in the same memory page as the program counter, the assembler shows an error message.

#### Indexes (index6)

If an instruction uses Indexes, they can be in the range of x0 to xFF (or 0 to 255 in decimal). Decimal numbers must have the pound sign ‘#’ before the digits (and negative sign). Hexadecimal numbers must have a lowercase ‘x’ before the digits.

#### Symbols

Any of the above operands can be replaced by a symbol in a program. A relocatable symbol, or a symbol whose value changes depending on the memory location of the program, can be used only with Branch, Jump Subroutine, Jump, Load, Load Immediate, Load Effective Address, Store, and Store Immediate. Otherwise, an absolute symbol is required, whose value does not change based on the memory location of the program.

Symbols can be used in place of a register name. If done, the absolute symbol must be equal to a value between 0 and 7.

Example: To add the value of registers 1 and 2, and store the result in register 1. The symbol “avalue” represents register 1, and the symbol “bvalue” represents register 2.

avalue .EQU x1

bvalue .EQU x2

ADD avalue, bvalue, avalue ; avalue + bvalue = avalue

Symbols can also be used in place of Immediates, Indexes, and Trap Vectors. These must be absolute (most likely using the .EQU function), and must be in the range of the operand it is replacing. When a symbol is used as the last argument in the ADD or AND instructions, it is always assumed to be an Immediate operand, rather than a register.

There can be no more than 100 symbols in any program.

#### Literals

Literals can only be used with the Load (LD) instruction. If a literal is present, the assembler assigns a location in memory for the literal, then places the value indicated in the reserved memory, and finally uses that address in the instruction. To use a literal, place an equal sign ‘=’ in front of a constant. Thus, the value of a literal must be between -32,768 and 32,767 for decimal numbers, and between x0 and xFFFF for hexadecimal numbers.

There can be no more than 50 literals in any assembly program.

### Pseudo Operations

Pseudo Operations are instructions that either store a specified value (or values beginning) at a location, or configure storage. There are six pseudo operations (the instructions for the start and end of a program are discussed in a separate section).

The table below is a quick overview of the available pseudo operations.

|  |  |  |  |
| --- | --- | --- | --- |
| Instruction | Example Operands | Label Necessary? | Description |
| .ORIG | x3000 | Yes | Tells the assembler where the program is to be stored (operand not necessary). |
| .END | x3001 | Not allowed | Denotes where the program should begin executing (operand not necessary). |
| .EQU | #56 | Yes | Equates the symbol with the value in the operand field. |
| .FILL | x30 | No | Fills the memory location of the program counter with the value in the operand field. |
| .STRZ | “Testdata” | No | Assigns a word of memory for each character in the string, followed by a null character. |
| .BLKW | x10 | No | Creates a block of words; the size is specified in the operand. |
| .EXT | Symbol, BEERZ | Not allowed | Defines a list of symbols that may be referenced by this segment, but are not defined in this segment. |
| .ENT | Symbol, BEERZ | Not allowed | Defines a list of symbols that must be defined in this segment, and may be referenced by other segments. |

#### .EQU

This instruction equates a symbol (given in the label field) with a value given in the operand field. This is analogous to a constant in other programming languages. The value can be a previously defined label or a constant. If a constant, it can be written as a decimal (with the pound sign (#) before it) or as a hexadecimal number (with a lower case ‘x’ before it). This method does not allocate memory.

If the value of the symbol is equated to another symbol, that symbol must be defined earlier in the program.

Example: To set ‘const1’ equal to the value #32, the instruction would be as follows;

const1 .EQU #32

Example: To set ‘const2’ equal to the value represented by ‘const1’, the instruction would be as follows;

const2 .EQU const1

#### .FILL

This instruction creates a word (of memory), that holds the operand specified by the user. The operand can be in either hexadecimal (with a lower case ‘x’ preceding the number) or in decimal (with a pound sign ‘#’ preceding the number). Hexadecimal numbers must be in the range of x0 to xFFFF, and decimals must be in the range of -32,768 and 32,767. Thus, if a symbol is used as the operand, the value of that would need to be in the range of -32,768 to xFFFF. You can give a .FILL record a label if you wish, to refer back to the specific location in memory where the word is stored. However, a label is not required.

Example: To define #-342, the instruction would be as follows;

.FILL #-342 ;Reserves memory location with contents -342

Example: To define x45, and label it with the string “hexnum”, the record would be as follows;

hexnum .FILL x45

#### .STRZ

This instruction creates a block of words (of memory) to hold a string of characters, which should be in the operand field enclosed in quotation marks. The last character is followed by a null word. Thus, the .STRZ function uses one plus the length of the string words in memory. A label is optional; if used, it refers to the memory location where the first character is stored.

Example: To store the string “Test1” in memory, and link the first character’s location with the label string, the record would be as follows;

string .STRZ “Test1”

#### .BLKW

This instruction creates a block of storage in memory. The operand of this instruction is the number of words to be set aside, in hexadecimal. The number of words needs to be between 0 and 32,767 (operand must be positive). In addition to using a constant in the operand field, a previously defined symbol can also be used; the data it contains must follow the previously mentioned guidelines for constants. This block does not contain any data after created. A label is optional; if used, it refers to the memory location of the first word in the block of memory.

Example: To create a block of x20 words, and label the first word “blkw12”, the instruction would be as follows;

blkw12 .BLKW x20

#### .EXT

This instruction creates a list of symbols that are external to this program segment. This means that these symbols may be referenced by this program, but are defined in a separate program. This essentially tells the assembler to accept the symbol(s) provided in the operand(s). The number of symbols in the operand does not have a limit, though each operand must be a symbol. There also may not be a label to this pseudo-op.

Example: To define the symbol BEERZ as an external symbol (not defined in this segment, but referenced here), the instruction would be as follows:

.EXT BEERZ

#### .ENT

This instruction defines a list of symbols that must be defined in this segment, and may be referenced in other segments. These serve as entry points into this segment. Like .EXT, there is no limit on the number of operands, but they must all be symbols. There also may not be a label for this pseudo-op.

Example: To define the symbol BEERZ as an entry point (can be referred to in other segments externally, and must be defined in this segment), the following instruction would be used:

.ENT BEERZ

### Comments

Comments can be formed in two ways; a full line comment or a partial line comment. If the first character of a line is a semicolon (;), then that record is considered to be a comment, and is ignored by the Assembler. Otherwise, a comment needs to follow a properly formed record, and should start after the operands field. Again, the comment should begin with a semicolon (;), and the assembler ignores any information after the semicolon in the same line.

Example: To insert a comment after a fill instruction, the instruction would be as follows;

exampl .FILL xFF; Any data after the semicolon will be ignored.

## End Record

The end record needs to be the last record in your program. The record should be formed with .END in the operation field. Optionally, a hex integer starting location operand may be specified. If none is given, then the program begins execution at the first address in the segment. If a hex integer between x0 and xFFFF is given, then the program begins to execute at that address.

Additionally, there cannot be any label in this record.

Example: To begin execution at address x300A, the End Record would be formed as follows;

.END x300A

## Examples

#### Relocatable Program

The following program is an example of a relocatable program.

Test5 .ORIG

count .FILL #4

Begin LD ACC,count ;R1 <- 4

LEA R0,msg

loop TRAP x22 ;print "hi! "

ADD ACC,ACC,#-1 ;R1--

BRP loop

JMP Next

msg .STRZ "hi! "

Next AND R0,R0,x0 ;R0 <- 0

NOT R0,R0 ;R0 <- xFFFF

ST R0,Array ;M[Array] <- x####

LEA R5,Array

LD R6,=#100 ;R6 <= #100

STR R0,R5,#1 ;M[Array+1] <= x####

TRAP x25

ACC .EQU #1

; ----- Scratch Space -----

Array .BLKW #3

.FILL x10

.END Begin

As seen in the output produced (shown in the output section), the assembler marks the records that need to be changed when a memory address is assigned to the program.

#### Non-Relocatable Program

The following program is an example of a program that is not relocatable.

Test1 .ORIG x30B0

count .FILL #4

Begin LD ACC,count ;R1 <- 4

LEA R0,msg

loop TRAP x22 ;print "hi! "

ADD ACC,ACC,#-1 ;R1--

BRP loop

JMP Next

msg .STRZ "hi! "

Next AND R0,R0,x0 ;R0 <- 0

NOT R0,R0 ;R0 <- xFFFF

ST R0,Array ;M[Array] <- xFFFF

LEA R5,Array

LD R6,=#100 ;R6 <= #100

STR R0,R5,#1 ;M[Array+1] <= xFFFF

TRAP x25

ACC .EQU #1

; ----- Scratch Space -----

Array .BLKW #3

.FILL x10

.END Begin

# Compiling a Program

## Commands

Before executing this command, please make sure that your current directory is where the file you wish to assemble is located.

The basic command for compiling an assembly program with this assembler is as follows.;

>java Main (inputfile) (outputfile) [options]

The input and output files are necessary, while any options specified are not necessary to run the program. The placeholders (inputfile) and (outputfile) should be replaced with the assembly program and output object file. The placeholder [options] shows where any additional flags would go; in this case, only the listing flag is available.

To view the possible flags for the program, omit two files and substitute “--help”.

To see a source code listing for the program, use the “-l” flag in the option field. This causes the listing to be displayed on the console screen.

Example: To compile file “test.asm” into an object file “test.obj”, and display a listing for the file, the command would be as follows;

>java Main test.asm test.obj -l

## Output

There are two types of output that the file produces; a listing and an object file. The listing file can only be viewed in the console, while the object data is written to a file.

### Object Data

The object data file is a format that a loader would read in to use to execute this program. The assembler compiles the assembly file input into it, and outputs the machine code for the program. The output differs depending on whether the program is relocatable or not. If the program is not relocatable, the object is in the standard format of the WI11 simulator. If it is relocatable, then the assembler places a marker after the records that need to be changed when the program is assigned a position in memory.

#### Examples

These examples are the object files produced by the two input file examples in that section.

##### Relocatable

This is the object file produced by from the assembly file in the Input Examples section;

HTest5 00000018

T00000004

T00012200M0

T0002e007M0

T0003f022

T0004127f

T00050203M0

T0006480cM0

T00070068

T00080069

T00090021

T000a0020

T000b0000

T000c5020

T000d9000

T000e3013M0

T000fea13M0

T00102c17M0

T00117141

T0012f025

T00160010

T00170064

E0001

As shown in the above file, the “M0” flag is placed after any record that needs to have a memory location defined in it.

##### Non-Relocatable

This is the object file produced from the assembly file shown in the Input Examples section;

HTest1 30b00018

T30b00004

T30b122b0

T30b2e0b7

T30b3f022

T30b4127f

T30b502b3

T30b648bc

T30b70068

T30b80069

T30b90021

T30ba0020

T30bb0000

T30bc5020

T30bd9000

T30be30c3

T30bfeac3

T30c02cc7

T30c17141

T30c2f025

T30c60010

T30c70064

E30b1

As shown in the above file, there are no extra markers after memory reference records, unlike the Relocatable example.

### Listing Data

When the assembler is passed the “-l” flag to produce a listing file for the program, it prints one out in the console. The listing file has several columns; the hexadecimal address and hexadecimal instruction, the label (if any) for the records, the instructions, the operands, and any comments.

#### Examples

These listings were produced from the two example assembly files shown in the input section.

##### Relocatable

Test5 .ORIG

00000004 count .FILL #4

00012200 Begin LD ACC,count ;R1 <- 4

0002e007 LEA R0,msg

0003f022 loop TRAP x22 ;print "hi! "

0004127f ADD ACC,ACC,#-1 ;R1--

00050203 BRP loop

0006480c JMP Next

00070068 msg .STRZ "hi! "

00080069

00090021

000a0020

000b0000

000c5020 Next AND R0,R0,x0 ;R0 <- 0

000d9000 NOT R0,R0 ;R0 <- xFFFF

000e3013 ST R0,Array ;M[Array] <- x####

000fea13 LEA R5,Array

00102c17 LD R6,=#100 ;R6 <= #100

00117141 STR R0,R5,#1 ;M[Array+1] <= x####

0012f025 TRAP x25

ACC .EQU #1

Array .BLKW #3

00160010 .FILL x10

.END Begin

00170064

Notice that several of the pseudo operations do not have a memory location; either they do not need one or one is generated at run time.

##### Non-Relocatable

Test1 .ORIG x30B0

30b00004 count .FILL #4

30b122b0 Begin LD ACC,count ;R1 <- 4

30b2e0b7 LEA R0,msg

30b3f022 loop TRAP x22 ;print "hi! "

30b4127f ADD ACC,ACC,#-1 ;R1--

30b502b3 BRP loop

30b648bc JMP Next

30b70068 msg .STRZ "hi! "

30b80069

30b90021

30ba0020

30bb0000

30bc5020 Next AND R0,R0,x0 ;R0 <- 0

30bd9000 NOT R0,R0 ;R0 <- xFFFF

30be30c3 ST R0,Array ;M[Array] <- xFFFF

30bfeac3 LEA R5,Array

30c02cc7 LD R6,=#100 ;R6 <= #100

30c17141 STR R0,R5,#1 ;M[Array+1] <= xFFFF

30c2f025 TRAP x25

ACC .EQU #1

Array .BLKW #3

30c60010 .FILL x10

.END Begin

30c70064

Notice that there are several memory locations that have no listed content in them after the .STRZ instruction. The memory location where the record is located only holds the first character of the string; any further characters and a null memory location follow that initial memory address.

# Debugging Error Messages

Note: the pound sign (#) represents a number that varies in different situations, and any word between brackets [] indicates the same.

The error messages are sorted alphabetically, with periods coming first.

##### “.BLKW requires a positive operand.”

**Cause**: The program specifies that there should be a negative number of words set aside in memory.

**Solution**: Verify that the value of the operand specified in the instruction is equal to a positive value.

##### “.BLKW requires one operand. *#* were given.”

**Cause:** There is more than one operand in the .BLKW instruction.

**Solution:** Remove all but one operand in this record. Also, make sure the one operand remaining is a symbol or constant.

##### ".ENT operand [operand] must be a valid symbol name."

Cause: A .ENT operation has an invalid operand.

Solution: Verify that all .ENT instructions have valid symbols as operands.

##### ".ENT requires at least one operand."

**Cause**: A .ENT instruction has no operands.

**Solution**: Ensure that all .ENT instructions have at least one operand. Recall that .ENT operands must be symbols.

##### ".EXT operand [operand] must be a valid symbol name."

Cause: A .EXT operation has an invalid operand.

Solution: Verify that all .EXT instructions have valid symbols as operands.

##### ".EXT requires at least one operand."

**Cause**: A .EXT instruction has no operands.

**Solution**: Ensure that all .EXT instructions have at least one operand. Recall that .EXT operands must be symbols.

##### “.EQU operand must be a symbol or a constant value.”

**Cause**: The operand of an .EQU instruction can only be a symbol or a constant value. No other values can be used.

**Solution**: Verify that a symbol or constant is in the operand field. For further information on this instruction, see the section on it in the Instruction section.

##### “.FILL requires one operand. *#* were given.”

**Cause**: You can only have one operand in a .FILL instruction. Any more than that is prohibited.

**Solution**: Remove all but one operand in the instruction. See the section on the .FILL pseudo-operation in the Instruction section for further information.

##### “.ORIG instruction must be first non-comment line.”

**Cause**: The first record (that is not a comment) in an assembly program must be the header record, containing the .ORIG instruction.

**Solution**: Place .ORIG instruction at the beginning of the file, or after comments. For further information on header records, see the section on those in the input section.

##### “.ORIG may have a maximum of one operand; *#* of operands were given.”

**Cause**: There is more than one operand in the .ORIG instruction.

**Solution**: The only operand permitted in the .ORIG instruction is a hexadecimal address if the programmer wishes to specify one. Any more operands generates an error.

##### “.STRZ requires one operand. *#* were given.”

**Cause**: More than one operand is given in the .STRZ instruction.

**Solution**: Remove all but one operand in the .STRZ instruction.

##### “Cannot alias a symbol to itself”

**Cause:** The program attempts to define a symbol as the value of the same symbol.

**Solution:** Change to operand of the symbol to a constant or another defined symbol.

##### “Cannot parse # as hex value”

**Cause:** There is a number specified in the program as a hexadecimal number that cannot be parsed as such.

**Solution:** Verify that the hexadecimal number in the record indicated is formatted correctly.

##### “Could not find definition for operation [operation] with matching operands.”

**Cause:** There was a unknown instruction used in the assembly file. This could mean that the instruction itself is not defined, or the instruction does not have the proper operands.

**Solution:** Verify that the record noted only uses standard instructions, and that the proper operands are listed as well.

##### “Detected string operand with unclosed quotation mark.”

**Cause:** The operand in the .STRZ instruction is missing a quotation mark.

**Solution:** Format the string in the operand properly by placing a quotation mark on both sides of the string.

##### “Failed to assemble program due to an IO error.”

**Cause**: This error is likely caused by the assembly file not being where it was specified to be in the program call.

**Solution**: Verify that your file is not named differently, or that your directory path is wrong and needs to be changed to the location of the assembly file.

##### “Incorrect operand type for .STRZ operation.”

**Cause**: The operand in the .STRZ instruction is not a string.

**Solution**: Change the operand in the instruction to be a string, surrounded by quotation marks.

##### “Incorrect operand type for operand [value]”

**Cause:** The operand specified does not meet the requirements for that type of operand.

**Solution:** Check the requirements of the instruction’s operand(s) in the instruction section.

##### “Incorrect operands for .FILL operation.”

**Cause**: There is an operand in the .FILL instruction that is out of range.

**Solution**: The .FILL operation requires a hexadecimal or decimal constant between the ranges of x0 to xFFFF or -32,768 and 32,767. Also, make sure that the proper sign precedes the number; a lower case ‘x’ needs to be before a hexadecimal number, and the pound sign “#” must be before a decimal number.

##### “Incorrect spacing.”

**Cause**: This error is caused by there not being the proper space between label, operation, and operand in a record.

**Solution**: Verify that you have the record space correctly. For information on how spacing should be formatted, see the Input Structure section.

##### “Incorrect Usage of .EQU. Requires a label and one operand.”

**Cause**: There is more than one operand in the .EQU instruction.

**Solution**: In an .EQU instruction, only one label and one operand can be given. If there are any more than that, an error is generated. See the section on the .EQU pseudo-operation for further information.

##### “Invalid string operand”

**Cause:** A string in the operand of an instruction is improperly formed.

**Solution:** Check that the operand is a string that is surrounded by quotation marks. For further information of the requirements on strings, see the .STRZ instruction section.

##### “Literal value # is out of bounds”

**Cause**: The literal value specified in the operand field of a load instruction is out of bounds.

**Solution**: Verify that the value in the operand is between decimal -32,768 and 32,767 (or x0 to xFFFF in hexadecimal).

##### “Multiple .END instructions are not allowed.”

**Cause**: There is more than one .END instruction in the assembly program.

**Solution:** Remove all but one .END instruction. Also, make sure that the .END instruction is the last instruction in the file.

##### “Multiple .ORIG instructions are not allowed.”

**Cause**: You can only have one .ORIG instruction per program. The program detects more than one.

**Solution**: Remove all but the first .ORIG instruction. For further information on Header records, see the Header Record section.

##### "No label allowed on .ENT instruction."

**Cause**: A .ENT instruction has a label.

**Solution**: Ensure that all .ENT instructions do not have a label.

##### "No label allowed on .EXT instruction."

**Cause**: A .EXT instruction has a label.

**Solution**: Ensure that all .EXT instructions do not have a label.

##### “Operand # out of bounds”

**Cause:** A number specified in the noted record is out of the range of the numbers accepted.

**Solution:** Verify that the numbers in the noted record are within range.

##### “Operand of .ORIG must be an immediate value.”

**Cause**: An immediate is not in the operand position of the .ORIG instruction.

**Solution**: The operand of the .ORIG instruction must be an immediate value, not a label or other form of value. See the section on Immediates (in the Input section) for further information.

##### “Operand value # is out of bounds”

**Cause:** The program is attempting to define a symbol that has a value outside of the bounds of possible numbers.

**Solution:** Verify that the operand of the symbol is within in bounds.

##### “Program exceeds limit for maximum number of literals.”

**Cause:** There are more than 50 literals defined in the assembly program.

**Solution:** As the limit on literals in a program is 50, remove as many as needed to be under or at the limit.

##### “Program exceeds limit for maximum number of source records.”

**Cause:** There are more than 200 source records in the assembly program.

**Solution:**  Reduce the size of the program so that it includes no more than 200 source records.

##### “Program exceeds limit for maximum number of symbols.”

**Cause:** There are more than 100 symbols defined in the assembly program.

**Solution**: As the limit on symbols in a program is 100, remove as many as needed to reach the limit.

##### “Program is missing .ORIG and/or .END instructions.”

**Cause:** There are no starting or ending records in the program.

**Solution:** Make sure that there is one header record at the beginning of the program, and one end record at the end of the program.

##### “Program loads into memory outside of the addressable range.”

**Cause:** The program has records that are loaded into memory addresses out of the range of memory available. In other words, the last instructions (or all) in the program are to be defined improperly in a memory location of above xFFFF.

**Solution**: Make the program relocatable, or change the initial memory address to fit within the bounds of memory.

##### “Program spans multiple memory pages. Relocate or shrink the program to fit inside one memory page.”

**Cause:** The program compiled spans more than one page of memory.

**Solution:** Reduce the size of the file to fit the memory requirements.

##### “Relocatable symbol [value] cannot be used in a non-relocatable operand”

**Cause:** The program attempts to use a relocatable symbol where a non-relocatable symbol (or absolute) is required.

**Solution:** Check that the instruction and its operands meet the requirements specified in the instruction section.

##### “Symbol redefinition is not allowed.”

**Cause**: This error is caused when the assembly file tries to define a symbol more than once, while it can only be defined once.

**Solution**: Rename the symbols that are used more than once, or remove records defining the symbols extra times.

##### “Symbol referenced in operand not defined.”

**Cause**: There is a reference to a symbol that is not defined in the program.

**Solution**: If a symbol is specified in an operand, it must be defined somewhere in the program. Otherwise, the program will not compile.

##### "Undefined .ENT symbol [symbol]."

**Cause**: There is a symbol defined in a .ENT operand that is not defined in this segment.

**Solution**: Define a symbol with the name [symbol] in the program segment.

##### “Undefined symbol [symbol]”

**Cause:** The program attempts to equate a symbol with an undefined symbol.

**Solution:** Define the symbol in the operand of this record, or change the value of the operand to another symbol or constant.

##### “Undefined symbol [value]”

**Cause:** The program attempts to use a symbol that has not been defined in the program.

**Symbol:** Either define or change the symbol that was specified in the instruction.